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ABSTRACT

Fine-tuning is the gateway to transferring learned knowledge in a
pre-trained Large Language Model (LLM) on many downstream ap-
plications. To make LLM fine-tuning more affordable, prior works
follow two paths: i) adapters freeze the pre-trained LLM weights
and inject a small number of trainable weights during fine-tuning,
and ii) pruners remove the less important weights in pre-trained
LLMs and train the remaining sparse weights during fine-tuning.
We find that the former introduces computation overheads due to
the injected trainable parameters, while the latter introduces an
expensive pre-processing step to identify the important weights
and degrades model quality. To get the best of both worlds, we
propose Sylva, a novel LLM fine-tuning procedure that provides
high system performance during fine-tuning and attains state-of-
the-art model quality on downstream applications. Sylva identifies
the most important LLM weights via second-order information
in a pre-processing step, and significantly reduces the computa-
tion and storage costs of the pre-processing step via i) a hierarchi-
cal approximation of second-order information, and ii) an online
projection and rediagonalization algorithm. Sylva trains only the
sparse important weights and embeds these sparse weights into
the pre-trained LLM during fine-tuning to provide high system
performance. We show that end-to-end fine-tuning with Sylva is,
on average, 5.1x faster than ZeRO and 1.2X faster than LoRA, the
state-of-the-art adapter approach. Sylva’s hierarchical approxima-
tion reduces the peak GPU memory in the pre-processing step by
2.3x compared to K-FAC, the most widely used approximation to
second-order information. The source code of Sylva is publicly
available at https://github.com/CentML/Sylva .
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1 INTRODUCTION

Large language models (LLMs) are deployed on various applica-
tions, e.g., machine translation [4, 54], code generation [6, 27], and
text-to-image generation [2, 45]. Training an LLM from scratch for
each application is prohibitively expensive since LLMs typically
have billions of parameters [4, 53]. LLM training requires multi-
ple accelerators with large memory capacities (e.g., NVIDIA A100
80 GB) and ultra-high bandwidth interconnects (e.g., InfiniBand
EDR 100Gb/s [35]). A more cost-efficient approach is fine-tuning
for each downstream task after obtaining a pre-trained LLM, i.e. a
general-purpose LLM trained on large corpora. With fine-tuning,
the learned knowledge of the pre-trained LLM is transferred to
downstream tasks by continuing to train the LLM on the task-
specific datasets [41, 58]. The naive full fine-tuning approach (Fig-
ure 1a) trains all weights of the pre-trained LLM and thus requires
the same hardware capacities as pre-training, which are typically in
high demand and expensive or difficult to access [16, 48]. Memory
optimizations such as Zero Redundancy Optimizer (ZeRO) [42, 43]
are proposed to reduce GPU memory usage for full fine-tuning.
To make LLM fine-tuning more affordable, two directions have
been explored: adapters [8, 10, 19, 20, 31, 46, 59] and pruners [12, 13,
18, 23, 24, 26, 28, 49]. On the one hand, adapters (Figure 1b-c) keep
the pre-trained LLM parameters as frozen weights and inject a small
amount of trainable weights during fine-tuning. Low-Rank Adap-
tation (LoRA) [20], the state-of-the-art adapter approach, inserts
trainable weights as low-rank decompositions during fine-tuning.
Adapters attain state-of-the-art model quality by combining the
frozen pre-trained weights and injected trainable weights. However,
they introduce computation overheads during fine-tuning due to
the injected trainable weights (See Section 2). For example, LoRA
requires forward-backward passes on both the frozen weights and
the injected trainable weights. On the other hand, pruners (Figure
1d) introduce a pre-processing step that identifies and removes the
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Figure 1: Fine-tuning and inference execution flow of various approaches.

less important weights of the pre-trained LLM. A few pioneering
works [18, 26] propose to identify weight importance leveraging
second-order information, specifically the Hessian [15, 29, 50]. How-
ever, the computation and storage cost of the Hessian is prohibitive
for modern deep neural networks. Kronecker-Factorized Approx-
imate Curvature (K-FAC) [17, 34] improves on them by using a
block-diagonal approximation to the Fisher Information Matrix
(FIM) and further approximates each block by the Kronecker prod-
ucts of two much smaller matrices. Indicatively, K-FAC pruner [56]
is practical for convolutional neural networks, but it still requires
excessive memory in the pre-processing step for multi-billion pa-
rameter LLMs (e.g., LLaMA 3B model incurs out-of-memory errors
during pre-processing on 24GB GPUs). Moreover, although pruners
provide high system performance in the fine-tuning process by
leveraging weight sparsity, they typically degrade the model qual-
ity since they remove a large subset of the pre-trained LLM weights
and incur high computation/storage costs in the pre-processing.
We propose a novel method named Sylva! (Figure 1e) which
combines the strengths of adapters and pruners while mitigating
their weaknesses. Sylva optimizes two goals: system performance
during fine-tuning and model quality on downstream tasks. For the
former goal, Sylva identifies a small number of important weights in
the pre-trained LLMs leveraging second-order information and only
trains these sparse weights during fine-tuning (similar to pruners).
For the latter goal, Sylva keeps the pre-trained LLM weights frozen
and employs these frozen weights in prediction (similar to adapters).
Sylva addresses the following two shortcomings of prior works.
First, it significantly reduces the computation and storage costs of
the pre-processing step in pruners via (i) a hierarchical approxima-
tion of the second-order information and (ii) an online projection

1We open-source Sylva at https://github.com/CentML/Sylva .

and rediagonalization algorithm (See Section 3). Second, it elimi-

nates the computation overheads in adapters via embedding the

sparse trainable weights into the frozen pre-trained LLM weights
throughout the fine-tuning procedure.

We show that on average, the end-to-end fine-tuning with Sylva
is 5.1x faster than full fine-tuning with ZeRO optimizer and 1.2x
faster than LoRA, the state-of-the-art adapter approach. We study
the sensitivity of Sylva’s performance on various layer dimensions
and sequence lengths. Sylva’s forward and backward pass time is
up to 2.3X faster on fully connected layers. Additionally, Sylva re-
duces GPU memory usage by up to 35% compared to LoRA during
fine-tuning. In the pre-processing step, Sylva’s hierarchical approxi-
mation reduces the peak GPU memory by 2.3X compared to K-FAC,
the most widely-used approximation to second-order information.

To conclude, we make the following key contributions:

e We comprehensively analyze prior LLM fine-tuning approaches,
and propose Sylva, an effective fine-tuning method for LLMs.

e We design a hierarchical approximation of the second-order in-
formation along with an online projection and rediagonalization
algorithm to significantly reduce the computation and storage
costs, when identifying the most important weights of a pre-
trained LLM. We embed the most important weights as trainable
parameters into the pre-trained LLM to eliminate the extra com-
putation costs that would have been introduced by adapters (e.g.
LoRA) injecting trainable weights.

e We extensively evaluate Sylva by fine-tuning state-of-the-art
LLMs on multi-node systems and showing that Sylva outperforms
prior works in performance and memory efficiency. Sylva also
provides high model quality and low pre-processing costs.
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2 BACKGROUND AND MOTIVATION
2.1 Overview of Prior Works

Figure 1 summarizes various approaches that accelerate fine-tuning.

The naive fine-tuning approach, known as full fine-tuning (Fig-
ure la), keeps all weights of the pre-trained large language model
(LLM) and continues training them on task-specific datasets. Zero
Redundancy Optimizer (ZeRO) [42, 43] improves the per-device
memory footprint of full fine-tuning via sharding and offloading.
However, ZeRO introduces communication overheads because they
require gathering sharded weights at every iteration. Another line
of prior works [21, 37] improves fine-tuning performance using
pipeline or tensor parallelism. Existing implementations of these
works are only tailored for a few LLM families and thus lack general-
ity. For example, Megatron-LM [37] optimizes the GPT family [4] of
models, and supporting the LLaMA family [53] requires significant
engineering efforts and tuning to provide high system performance.

A group of prior works [19, 20, 31, 46], named as adapters, keeps
all parameters of the pre-trained LLM as frozen weights and injects
a small number of new parameters as trainable weights. Only the
latter are trained during fine-tuning, and thus performance is im-
proved. Houlsby et al., [19] propose the serial adapter (Figure 1b)
that injects trainable weights as new layers into the pre-trained
LLM. Serial adapter achieves state-of-the-art model quality; how-
ever, adding additional layers in LLM worsens inference perfor-
mance compared to full fine-tuning. Some works [31, 46] improve
inference performance via reducing the trainable weights in the
serial adapter, however, at the cost of degrading model quality. Low-
Rank Adaptation (LoRA) [20] (Figure 1c) injects trainable weights
as low-rank decompositions to each existing fully connected (FC)
layer of the pre-trained LLM. After fine-tuning, the injected train-
able weights are merged with the frozen weights via summation.
This way, LoRA does not introduce additional inference latency
while attaining high model quality.

Another group of prior works [12, 13, 18, 23, 26, 49], named
as pruners, identifies and removes the less important weights
in pre-trained LLM in a pre-processing step (Figure 1d). In fine-
tuning, only the non-zero elements of the induced sparse weight
matrices are trained and updated using optimized sparse linear
algebra libraries. LeCun et al. [26] and Hassibi et al. [18] propose
to determine the importance of the pre-trained weights via second-
order information, specifically the Hessian [15, 29]. Singh et al. [49]
and Kurtic et al. [23] improve on computation and storage costs
by using a block-diagonal approximation of the Fisher Information
Matrix (FIM) [1, 22, 33] in place of the Hessian. Kurtic et al. [23]
enables to scale up to medium-sized language models (e.g. BERT [9]).
However, it faces a trade-off between computation/storage costs and
the accuracy of the approximation. Specifically, the GPU memory
capacity limits the block size to be small. However, the smaller
the block size, the more off-diagonal information is disregarded.
Frantar et al. [12, 13] enable to prune GPT-family models [4] using
second-order derivatives; however, at the price of using a layer-
wise reconstruction loss as the pruning objective instead of the
model’s prediction loss, and thus losing theoretical groundings of
prior works [18, 26]. Kronecker-Factorized Approximate Curvature
(K-FAC) [17, 34] is the state-of-the-art approximation to second-
order information since it significantly reduces computation and
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storage costs compared to using the Hessian [18, 26]. As shown
in Figure 2a (i), K-FAC employs a layer-wise approximation to
the FIM and further approximates each block (corresponding to a
layer in the neural network) using the Kronecker product of two
much smaller matrices. Although K-FAC is practical for medium-
sized LLMs (e.g., BERT), the memory footprints of the Kronecker
factors are excessive for multi-billion parameter LLMs, making it
prohibitive to prune large LLMs on most data-center GPUs.

2.2 Comparison of Prior Works

Table 1 qualitatively compares the aforementioned methods.
Memory Footprint. In ZeRO full fine-tuning, although the gradi-
ents and optimizer states are sharded and offloaded, each GPU still
needs to temporarily store the gradients for all LLM weights in the
backward pass. Serial and LoRA adapters only train the injected
weights, thus reducing the peak memory footprints compared to
naive full fine-tuning. K-FAC pruner sparsifies the LLM weights.
Thus, the memory footprints of weights, gradients and optimizer
states are all reduced compared to ZeRO and adapter approaches.
However, K-FAC pruner introduces excessive memory footprints
during the pre-processing step for the second-order information,
which might exceed the GPU memory capacity. For example, K-
FAC’s pre-processing step requires at least 40GB memory for the
LLaMA-3B, thus causing out-of-memory errors on 24GB GPUs. The
computations during the K-FAC’s pre-processing step to approxi-
mate second-order information are also expensive.

Fine-Tuning Time. On multi-GPU systems, the fine-tuning time
aggregates computation and communication costs. ZeRO requires
computing the gradients of all LLM weights and has large commu-
nication overheads due to gathering the sharded weights at each
iteration. Serial adapter and LoRA eliminate the need to compute
gradients for the frozen weights; however, they introduce extra
computation costs because they attach the trainable weights as
either extra layers (serial adapter) or extra computation paths at
each FC layer of the LLM (LoRA). In LoRA, the trainable weights
and pre-trained weights are processed separately in the forward
and backward passes. Serial and LoRA adapters reduce the commu-
nication time compared to full fine-tuning, since they All-Reduce
only the gradients of the small amount of injected trainable weights.
When setting K-FAC to have the same number of trainable param-
eters with adapters (regardless of model quality degradation led
by the pruned weights), K-FAC pruner provides much higher com-
putation efficiency than adapters since it does not introduce extra
computation paths and has a comparable communication cost.
Inference Time. Serial adapter introduces extra inference latency
compared to full fine-tuning due to extra LLM layers added during
fine-tuning, while LoRA merges the trainable weights into the
frozen weights after fine-tuning. Thus, the inference time of LLM
fine-tuned using LoRA is the same as that using full fine-tuning.
Pruners remove weights from the pre-trained LLM and use sparse
weight matrices, thus reducing the inference time compared to
ZeRO and adapters.

Model Quality. ZeRO’s memory optimizations do not affect the
quality of LLMs, thus, ZeRO provides high model quality, since it
trains all LLM weights with the task-specific dataset. Serial adapter
and LoRA achieve comparable model quality with full fine-tuning,
since they combine the learned knowledge of the pre-trained frozen
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Table 1: Qualitative comparison of prior works.
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weights with the knowledge of the additional weights trained with
the task-specific dataset. Instead, K-FAC pruner trains a small subset
of pre-trained LLM weights with the task-specific dataset; thus, it
typically degrades model quality.

Checkpoint Saving. ZeRO does not allow sharing the checkpoints
of fine-tuned LLMs since all weights are specialized to a particular
downstream task. Instead, adapters save storage resources for LLM
checkpoints by enabling sharing the frozen weights across multi-
ple downstream tasks, while the injected task-specialized trainable
weights are stored separately. K-FAC pruner also reduces the LLM
checkpoints storage costs: this benefit is obtained via weight prun-
ing, i.e., creating sparsified fine-tuned LLMs, instead of sharing the
weight values across downstream tasks as adapters do.

Our analysis shows that adapters achieve high model quality by
exploiting all the pre-trained LLM weights during fine-tuning, but
they introduce additional computation costs for to the injected train-
able weights. Instead, pruners leverage sparse trainable weights to
reduce computation costs during fine-tuning significantly. How-
ever, they downgrade model quality and introduce an expensive
pre-processing step. To get the best of both approaches, we intro-
duce Sylva as a combination of adapters and pruners, as described
in the next section. Table 1 shows that Sylva provides the most
effective solution in pre-processing memory and performance in
both fine-tuning and inference, and achieves state-of-the-art model
quality. Sylva also reduces the storage costs for checkpoints by
storing only the sparse trainable weights for each downstream task.

3 SYLVA: OVERVIEW

Sylva interpolates between the adapter and pruner approach to
overcome their shortcomings and acquire their strengths. Figure 1le
presents an overview of Sylva. 1) Sylva adopts the pruner’s key
idea of identifying a small number of important weights of the pre-
trained LLM (named sparse trainable weights) via a pre-processing
step, and only training these sparse weights during fine-tuning
to achieve low computation costs. 2) Sylva adopts the adapter’s
key idea of freezing all the pre-trained LLM weights in the fine-
tuning step and leveraging them in prediction to provide high model
quality. In this design, we need to address two key challenges: 1)
how to minimize the computation and storage costs required by the
second-order information in the pre-processing step (Challenge
1), and ii) how to eliminate the computation overheads introduced
by injecting trainable weights into the pre-trained LLM during fine-
tuning (Challenge 2). To address these challenges, we propose
three key techniques.

1) Hierarchical Approximate Kronecker Factors. During pre-
processing, the weight importance is determined by minimizing the

impact of pruning on the model’s prediction loss, formally, a qua-
dratic model of the loss landscape [18, 26]. Solving this minimization
problem by Lagrange multipliers yields the weight importance that
involves the Hessian H. In K-FAC pruner, the Hessian H is approxi-
mated by the Kronecker products A ® G, where A and G are the
covariances of input and output gradients. Henceforth, A and G are
called the Kronecker factors. The (i, j)-th element in the Kronecker
factor A stands for the correlation (i.e., the degree to which two
variables are related) between the i-th and j-th neuron in the LLM
layer’s inputs. A similar representation holds for the Kronecker
factor G. To reduce the memory overheads of the pre-processing
step of multi-billion parameter LLMs (Challenge 1), we propose a
hierarchical approximation of the Kronecker factors. We observe
that the magnitude of entries in the Kronecker factors tends to
decrease as their distances to the diagonal increase. This is because
the neurons closer to each other in the LLMs have a higher corre-
lation. If the i-th and j-th dimensions are close in the LLM layer’s
inputs, then the (i, j)-th entry in the Kronecker factor A is close to
the diagonal. Based on this observation, we recursively halve the
Kronecker factors and approximate the off-diagonal blocks using
Singular Value Decomposition (SVD). Let r be the rank in the low-
rank decomposition provided by SVD and b be the size of a block
in the partition. As shown in Figure 2a (ii), each off-diagonal block
B € RP*? (in purple for A and in green for G) is approximated
using SVD: B ~ UAV", where each of U € RYXT and V e REXr
contains a set of r orthonormal bases that span the approximating
subspace, A contains a vector of r singular values that stretches
the bases. As a result, at each partition, we only store (a) two tall-
and-skinny matrices (U and V matrices in blue) and a vector (A
in blue) for each off-diagonal block (instead of the entire block B),
and (b) the exact diagonal blocks of the finest partition (shown in
red in Figure 2a (ii)). Denote the dimension of A and G by m and n,
respectively. Let K be the total number of recursive partitions in the
hierarchical approximation. The original Kronecker factor A takes
O(m?) storage, while that of Sylva’s hierarchical approximation
of A is much smaller: the approximated off-diagonal blocks take
O(mr(2k - 1)) storage, and the exact diagonal blocks of the finest
partition take O(m?/2K). The storage complexity of G is analog to
that of A except that it is on the output dimension n.

2) Online Projection and Rediagonalization. We divide the
dataset into many mini-batches of data and then process the mini-
batches one by one because fitting the entire dataset onto the GPU
is prohibitive, in the pre-processing step. Thus, we need to aggre-
gate second-order information from a mini-batch of data with the
previous ones, i.e. update an existing hierarchical approximation
using incoming data. To further reduce the pre-processing step’s
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Figure 2: (a) K-FAC approximation of the FIM and Sylva’s hierarchical approximation of Kronecker factors (b) Comparison
between the brute force approach and the proposed online algorithm (projection and rediagonalization) to update the SVD

factors in the hierarchical approximations.

storage cost and minimize the computation costs of hierarchically
approximating the Kronecker factors (Challenge 1), we propose
an online algorithm that directly updates the SVD factors without
materializing the approximated blocks. For each layer, we save the
inputs 7 and output gradients G. We use z to uniformly denote
the input 7 and output gradients G since the process is similar.
Then, we update the hierarchical approximation of A and G using
I and G, respectively. Naively, as shown in Figure 2b(i), we would
need to () materialize the approximated block using the SVD fac-
tors, (2) add the blocks and 3) do another SVD on the aggregated
block. Materializing the approximated blocks leads to high memory
footprints, and the computation of SVD is expensive. To address
these issues, we propose online projection and rediagonalization
(Figure 2b (ii)). There are three main steps in our algorithm: (D
projecting the incoming data onto the existing basis (2) rediagonal-
ization to get the rotation matrices f] A and \7 and (@) rotating the
extended subspace (concatenation of existing basis (U, V) and the
orthogonal vectors (u, v) to obtain the updated SVD factors (U’,
V’). The updated singular values A’ are simply A. In a nutshell, our
algorithm directly operates on the SVD factors (U, A, V) without
materializing the corresponding approximated block B, which has a
much larger number of elements than that of the SVD factors. Thus,
both computation and storage costs are reduced. Specifically, in the
naive approach, (@ takes O(m?r + mr) computation to retrieve the
approximated block B from the SVD factors, ) takes O(m?) com-
putation to add the retrieved block and new block (outer product
of z and itself), and (3) takes O(m?) to recompute the SVD of the
aggregated block. Throughout the entire process, O(m?) storage is
required. With online projection and rediagonalization, (I) obtains
the new basis (u and v) orthogonal to existing subspace (spanned by
U and V) takes O (mr) computation and storage, 2) takes O((r+1)*)
computation and O((r + 1)) storage, since we compute SVD on
the lower dimension r instead of the higher dimension m, and (3
to obtain the new SVD factors via rotating the extended subspace
takes O(m(r +1)?) computation and O(m(r + 1)) storage. Our pro-
posed algorithm has much lower computation and storage costs
than the naive approach since r < m.

3) Embedded Sparse Trainable Weights. To eliminate extra com-
putation introduced by injected trainable weights (Challenge 2),
we propose to embed the sparse trainable weights into the pre-
trained weights during fine-tuning. Specifically, we keep a single
copy of weights as shown in Figure 3b, instead of two: one for
the frozen weights and one for the trainable weights as the naive
approach shown in Figure 3a. This key technique eliminates the
extra computation (red rectangles in Figure 3a) due to injecting
trainable weights. Furthermore, during the backward pass, we lever-
age an optimized library that provides fast Sampled Dense-Dense
Matrix Multiplication (SDDMM) operation to compute the sparse
gradients. The sparse gradients are stored in block sparse matrix
format. Specifically, the non-zero blocks are stored contiguously,
and there is a mask indicating whether each block is non-zero or
not. We scatter and add the sparse gradients to the dense weights
in each optimization step. We use a single copy of weights, i.e.,
the frozen weights and trainable weights are stored in the same
dense matrix, while the frozen weights are not updated throughout
the fine-tuning. We fuse the optimization steps of layers into one
CUDA kernel launch instead of performing a sequence of small
updates. Denote the mini-batch size by b and the sequence length
by s. Let the sparsity (i.e., percentage of zeros in the sparse weight
matrix) be o. For the naive approach, the extra computations (red
rectangles in Figure 3a) take O(bsm®no + bsn) in the forward pass
and O(bsmn?c + bsm) in the backward pass, which are completely
eliminated thanks to the embedding of sparse trainable weights
into the pre-trained weights. Instead, Sylva requires O(bsm?n) in
the forward pass. In the backward pass, Sylva requires O(bsmn?)
computation for the loss with respect to the inputs and O(bsmno)
computation for the loss with respect to the output gradients.

4 SYLVA: DESIGN DETAILS
4.1 A Two-Stage Fine-Tuning Procedure

Based on the ideas that we present in Section 3, we propose a
two-stage fine-tuning procedure as shown in Algorithm 1.

Pre-processing. We sample a subset from the fine-tuning dataset
to approximate second-order information. The number of pre-
processing samples is a configurable hyperparameter in Sylva
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Figure 3: Comparison between naively injecting sparse trainable weights and embedded sparse trainable weights.

(See Section 5.5). We perform a forward-backward pass and store
per-sample activation 7 and output gradients G (lines 5 - 7). At the
first iteration, we initialize hierarchical approximate of A and G
(lines 8 - 11) using Algorithm 2. For the following iterations, we
update the hierarchical approximations (lines 13 - 15) using online
projection and rediagonalization (Algorithm 3).

After one round over the sampled data, we compute the inversion
(line 19) by recursively applying Eqn. (5) - (8). We compute the
importance of each input dimension using Eqn. (19) and that of
each output dimension using Eqn. (20) (line 20). To obtain the
element-wise importance of the weights, we compute an outer
product of the importance of input and output dimensions. We sort
the weights based on their importance to obtain the weight mask
and keep the top candidates (line 21). We set the selected weights
as trainable and the other weights as frozen, i.e., we compute only
the gradients and update the sparse weights (line 21).
Fine-Tuning. During fine-tuning, we compute the forward pass
as in Eqn. (21) (line 26). The backward pass includes two parts: (i)
computing the gradients of loss with respect to the inputs, as in
Eqn. (22), and (ii) compute the gradients of loss with respect to the
sparse weights, as in Eqn. (16) (line 27). The sparse gradients are
all-reduced in data-parallel training (line 28). In every optimization
step, we scatter-add the sparse gradients to the dense weight matrix
(line 29). The optimization step takes a list of dense weight matrices,
the index of non-zero elements and the sparse gradients stored
contiguously.

4.2 Hierarchical Approximate Curvature

Partition of Kronecker Factors. To reduce the storage required
by the Kronecker factors (A and G), we note that the off-diagonal
elements of A and G stand for the correlation between two dimen-
sions in input or output. Intuitively, the neurons closer to each other
in terms of their positions have a higher correlation The number
of partition in the hierarchical approximation is a configurable
hyperparameter in Sylva (See Section 5.5). Let k denote the cur-
rent level of partition and BK denote a block at level k. So trivially,
A = B?. The same holds for G. Leveraging this favourable structural
property, we can get the hierarchical approximation for each of the

Kronecker factors A and G using the following algorithm: (1) We
partition a matrix B¥ into four equally sized blocks:

k+1 k+1
B11 B12

BF = (1)
B
(2) We approximate the off-diagonal blocks Blf; land Blzf;'l using
Singular Value Decomposition (SVD):
k k k k+1T
By; ' ~ Uy Ay VG @)
k+1 _ prk+1 ak+1yk+1 T
By~ Upi Agp Va ®)

where U, V are orthonormal rotation matrices and A are diagonal
matrices of the top singular values. (3) We recursively partition
each of the diagonal blocks B’flﬂ and BIZC; ! into smaller blocks by
repeating steps (1) and (2), until the dimension of the finest partition
is smaller than a user-defined threshold.

A hierarchical approximation is (r, k) if the off-diagonal blocks
are approximated using rank-r SVD and the matrix is partitioned x
times.

We denote a (7, ) hierarchical approximation by H(,. ). A block
at the k-th level partition is

OB v
B* = 4)
UETASVER Bl
for k = 0, ..., k. The dimension of B is zlk of the original matrix.
The blocks at the finest partition are kept as exact.
Recursive Block Inversion. Given a hierarchical approximation,
we can compute the matrix inversion in a bottom-up manner by
recursively applying the block inversion formula given the inver-
sion (or SVD) of submatrices. Consider a block B in the hierarchi-
cal approximation. The base case is the inversion of the diagonal
blocks. Consider block at the k-th level partition as in Equation

4. Given the inverses of the diagonal blocks B1_11 = [BlﬂL 11=1 and
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Algorithm 1 Sylva’s Two-Stage Fine-Tuning Procedure

1: Input: model parameters W, training dataset D = {(x;,yi)},
sparsity o, number of sample N, number of partition K, rank r

2: /* Stage 1. Pre-processing */

3. Hp «— null, Hg < null

4: fori=1to N do

5. draw a mini-batch from the dataset D

6:  compute a forward and backward pass (Eqn. 14 - 16)
7. save inputs 7 and output gradients G

8:  if Hp is null or Hg is null then

9: /* Initialize hierarchical approximate curvature */
10: Hr «— HAC(, I,K,1,r)

11: Hg — HACO, G, K, 1,1)

12:  else

13: /* Online projection and rediagonalization */

14: Hp «— OPD(0, I,K, )

15: Hg «— OPD(0, G, K, r)

16:  end if

17: end for

18: /* Compute weight importance and mask */

—_
)

: compute H v Hg ! yusing recursion (Eqn. 5 - 8)
. compute weight importance Q (Eqn. 19 - 20)

: compute mask M = Q > the o-th quantile of Q
: set W © M as trainable weights

: /* Stage 2. Fine-tuning */

: while not converged do

draw a mini-batch from the dataset D
compute a forward pass (Eqn. 14 - 16)
compute a sparse backward pass

all-reduce sparse gradients W © M

optimize sparse weights using ScatterAdd (Eqn. 17)
: end while

WO N NN NN NN NN
S © ® N U A VYN = O

B, = [BlfgL 1171, we compute the kernel matrix

_ -1
K= VérlE‘nlUl2 A (5)
A2 VLB Uy |

The dimension of K is r X r, where r is the rank in the hierarchical
approximation. Denote the inversion of diagonal blocks by

B! 0
D= [ ! —1] (6)
0 B,
and the rotation matrices by

L= [Bl_llU]z 0 ]

0 B2_21U21
V] B! 0
R=|'21"11 B 7
[ 0 V121]322] @
As a result, the inverse of B is
B~! =D - LKR. 8)

4.3 Online Projection and Rediagonalization

To efficiently aggregate second-order information over many mini-
batches of training data into the hierarchical approximation of
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Kronecker factors, we propose an online algorithm that does not
need to materialize the approximated blocks. Brand [3] proposes
a numerical method for fast additive low-rank modifications for
tracking singular values and subspaces. Based on it, we design an
online algorithm that directly updates the SVD factors in our hi-
erarchical approximation without re-computing the approximated
blocks and maintains the best rank-r approximation greedily. Con-
sider a block B in the hierarchical approximation. Denote the block
after ¢t iterations of update by B;. In each iteration, given the per-
sample input or output z of the mini-batch, we want to update
the singular value decomposition B; = U;A;V; to incorporate the
rank-1 perturbation zz" resulting from an incoming data. Firstly,
we find the additional basis u; and v; that are orthogonal to the
rotation matrices U; and V;

Uri1 = ze1 — UpUJ 2441 9
Similarly, we have
Vel = 21 — ViV] 241 (10)

Next, we compute the rediagonalization

T T T
v Ar 0 + Uy ze41| | Vs Ze41 (11)
0 0 laeall | | Ivesall
———
(@) @

where (D) is a diagonal matrix and () is a rank-1 matrix (outer prod-
uct of two vectors). We obtain the rotation of extended subspaces
by diagonalizing ¥

¥ =UAV'. (12)
The updated SVD is then
U1 =[Ur ],
A1 = A,
Ve =V [V ven] ' (13)

We greedily select the top-r singular values and their corresponding
eigenbasis and discard the rest to maintain a limited memory usage,
regardless of the number of incoming data. By the Eckart-Young-
Mirsky theorem [11, 36], the rank-r SVD provides the optimal
approximation for a given r. By the end, we obtain the best rank-r
approximation for each block in the hierarchy:.

4.4 Embedded Sparse Trainable Weights

To optimize the memory footprint of the model during fine-tuning,
we propose to construct sparse adapter modules, which provide fine-
grained control over the number of trainable parameters. Denote
the weights trained to convergence by W. Let the weight mask be
M. The injected trainable parameters are denoted as W. We use ©
to denote the element-wise product. The adapter W and its gradient
% are sparse. W is initialized as W © M. The rest of the pre-trained
weights W © =M are kept frozen throughout the fine-tuning. In the
forward pass, we compute

Y = (W o -M)X + WX. (14)

In the backward pass, we compute the gradient of loss with respect
to the input
oL _ oLT

=W +(Wo M)aL (15)
X oY VY
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and the gradient of loss with respect to the weight
oL LT
oW oY
In the optimization step, we update the sparse trainable weights
with their gradients

(16)

We—W- —. (17)
oW

FIM-Induced Sparsity. We leverage second-order information
to obtain the weight mask M with fined-grained sparsity. The rank
deficiency of Hessian provides source and reasoning of parameter
redundancy in trained networks [50]. In other words, the Hessian
induces the effective dimension of trained overparameterized net-
works. Taking advantage of this observation, since we want to
maximize the information in sparsified gradients on the effective
dimensions of the network, we project the gradients onto Hessian’s
range, i.e., the space spanned by rows/columns of the Hessian. De-
note the gradient of loss with respect to the parameters in the /-th
layer by T' = Vw £ € R™*" where m and n are the input and
output dimensions of a layer in the neural network. We use AT to
represent the difference in the gradient and the targeting sparse
gradients. The vectorized gradients and change in gradients are g
and Ag, respectively. We use g4 to denote the gradients correspond-
ing to g-th input or output dimension. We compute the importance
of input and output dimensions separately. For each of them, we
solve the following constrained optimization problem,

min{rgirn{Tr(ArTHAr)} st.ATeq +gq = o} (18)
q

where eqisa canonical basis, all elements are zeros except that
the g-the element is one. Using the Kronecker factorization (Figure
2a(i)), we can rewrite the inner objective as Tr(AT' T AATG). Solving
problem (18) by the Lagrange multiplier, we have the importance
metrics for input and output dimensions

.
g, Gyj
]_—1] (19)
[A71]);

and
.
9, Agx
. (20)
(G ki

The outer product of Eqn. (19) and Eqn. (20) yields an importance
score for each of the parameters. We sort the parameters in each
layer by descending importance and select the top candidates as
trainable weights in fine-tuning.

Sparse Embedded Adapters. To reduce the computation over-
head caused by the additional forward-backward propagation through
the adapters, we observe that some of the matrix operations can
be merged as one, leading to an implicit parameterization and
eliminating the redundant computation. Computing Eqn. (14) as
is introduces additional computation and storage compared to a
standard forward pass, as shown in Figure 3. Specifically, it requires
another Sparse Matrix Multiply (SpMM) and activation memory for
the intermediate tensors W ® -MX and WX. Instead of storing the
frozen and trainable weights separately, we keep a unified dense
weight matrix while only computing and storing the gradients for
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Algorithm 2 Hierarchical Approximate Curvature (HAC)

1: Input: hierarchical approximation 9, input or output gradients
z, number of partition K, current partition level k, rank r
2. if k < K then

3. compute sub-block BX using z

4 All-Reduce BF

5. /* Approximate off-diagonal blocks using SVD */
6 HE — SVD(BK,, r), Hy1 « SVD(BE, r) (Eqn. 2)
7. /* Recursively call HAC on diagonal blocks */

8 HE — HAC(H,BF K k+1,7)

o HE — HAC(H,BK, K. k+1,r)

10: end if

11: return H

Algorithm 3 Online Projection and Diagonalization (OPD)

1: Input: hierarchical approximation H, input or output gradients
z, number of partition K, rank r

2: forkinl,..,K do

Ut, At, V[ — 7’[1](2

/* Projection */

compute uz41 orthogonal to U; (Eqn. 9)

compute v;41 orthogonal to V; (Eqn. 10)

/* Rediagonalization */

compute rotation matrices UAV (Eqn. 11-12)

/* Update SVD factors */

1. Upyq « rotating [Uy, upy1] using U (Eqn. 13)

11: V41 < by rotating [V, vi41] using \ (Eqn. 13)

122 Apg — A (Eqn. 13)

13: /" Keep the best rank-r approximation */

14: 'Hlkz — Upsln:r], Apra[ir], Vesa[e 1]

15:  repeat lines for 7—{2"1

16: end for

17: return H

the sparse trainable weights. As a result, the forward pass takes the
same computation and activation memory as the standard one

Y = WX. (21)
Similarly, Eqn. (15) becomes a General Matrix Multiply
9 oL’
_L = W_'E , (22)
oX oY

instead of an addition of two, as in Eqn. (15). The computation sparse
gradient in Eqn. (16) is a Sampled Dense Dense Matrix Multiply
(SDDMM). Only the rows of % and columns of X that correspond
to the non-zero elements in W are loaded to the memory and used
to compute the gradients. We use block sparsity to demonstrate the
performance benefit in Section 5. The block size and sparsity in
adapters are configurable hyperparameters in Sylva.

5 EVALUATION

5.1 Methodology

Model and Datasets. We use four set of benchmarks: (i) RoBERTa-
Large (355M parameters) [32] with the GLUE benchmark [55].
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Figure 4: Fine-tuning time per iteration (Y-axis) on GPT2-Large, LLaMA-3B, and LLaMA-7B, as the number of GPUs (X-axis)
increases from 4 to 16. The fine-tuning time is broken down into forward pass time (in orange), backward pass time (in purple)

and optimization step time (in green).

Table 2: Comparison of Peak GPU memory consumption (GB) during fine-tuning on various rank r and sparsity o (%).

| GPT2-L | | LLaMA-3B | | LLaMA-7B
r/o (%) ‘ ZeRO  LoRA  Sylva  K-Pruner ‘ r/o (%) ‘ ZeRO  LoRA  Sylva  K-Pruner ‘ r/o (%) ‘ ZeRO  LoRA  Sylva  K-Pruner
32/95 12.5 12.4 12.1 12.1 96/95 14.1 11.9 10.5 6.8 64/98 14.6 16.7 15.4 13.0
128/80 - 13.4 12.8 12.7 192/90 13.9 11.5 6.8 128/95 20.3 17.6 13.0
512/50 - 19.4 153 13.9 384/80 20.8 133 8.3 256/90 OOM 20.3 13.1

(if) GPT2-Large (812M parameters) [40] with the E2E NLG chal-
lenge [39]. (iii) T5-Large (738M parameters) [41] with the Super-
Naturallnstructions [57] dataset. (iv) LLaMA-3B and 7B [53] on the

OpenAssistant Conversations Dataset (OASST1) [25].

Baselines. We compare with (1) full fine-tuning, (2) LoRA [20]

as the adapter baseline, and (3) K-FAC pruner [56] as the pruner
baseline. For the performance evaluation of full fine-tuning base-
line, we use ZeRO optimizer [42, 43] for GPT2-Large and LLaMA,
and gradient checkpointing [7] for T5-Large. For RoBERTa-Large,
there is no memory optimization needed, and we simply do full
fine-tuning in PyTorch [38]. We choose the memory optimization
that provides better fine-tuning time and does not result in out-of-
memory (OOM) errors. The choice of memory optimization does
not affect model quality.

Hardware. We use g2-standard-48 instances on Google Cloud
Platform (GCP). Each node has 4 NVIDIA L4 GPUs (24 GB) and
an Intel Cascade Lake CPU. We evaluate all methods on up to 16
GPUs. All instances are located in the same regions and connected
via a network bandwidth of around 15 Gbps.

Software. We use PyTorch 2.1.0 [38] for all methods and Deep-
Speed 0.10.0 [44] for the ZeRO optimizer. To showcase the perfor-
mance benefit of leveraging sparsity, we use Triton block sparse
module [47, 52], which provides CUDA kernels for block sparse
SpMM and SDDMM operations. Note that although we use block
sparsity to demonstrate Sylva’s performance benefit, our method
is not limited to block sparse patterns and can benefit from other
CUDA kernels or hardware-enabled acceleration.

5.2 Fine-Tuning Time

We compare the end-to-end fine-tuning time per iteration using
up to 16 GPUs. Sylva is, on average, 5.1x faster than ZeRO opti-
mizer on GPT2-Large and LLaMA. As shown in Figure 4, ZeRO is
significantly slower than LoRA and Sylva at a typical data center
network bandwidth (10 ~ 20 Gbps) without ultra-high bandwidth
interconnects (e.g. InfiniBand EDR 100Gb/s [35]). This is because

ZeRO trades off latency for larger memory efficiency. ZeRO stage
1 partitions optimizer states across the GPUs, and stage 2 addi-
tionally shards reduced gradients. Both need additional gathering
for every optimization step. Besides, the communication overhead
is exacerbated as we increase the number of GPU nodes. This is
because ZeRo adds communication overheads in both backward
and optimization steps, thus increasing execution time Sylva is 1.2x
faster than full fine-tuning with gradient checkpointing enabled
on T5-Large. The forward pass time in K-FAC Pruner is the best
on GPT2-Large and LLaMA because it uses sparse weight matri-
ces, significantly reducing computation costs. The forward and
backward pass time of Sylva is 1.2 ~ 1.4X faster than LoRA on
GPT2-Large and LLaMA. This is because Sylva eliminates extra
computation led by the injected trainable parameters in LoRA. On
T5-Large, LoRA and Sylva perform similarly. On RoBERTa-Large
and T5-Large, K-FAC Pruner performs worse than LoRA and Sylva,
because the layer dimensions are relatively small. Also, there is a
trade-off between the performance gain from reduced computation
FLOPs and the overhead of performing irregular memory access in
the memory hierarchy. On RoBERTa-Large, LoRA performs slightly
better than Sylva, specifically on the backward pass, because Sylva
uses sparse instead of dense matrices, which causes irregular mem-
ory access. The optimization step time is relatively small compared
to forward/backward pass time in all methods except for ZeRO.

5.3 Model Quality

Our method achieves comparable or slightly worse model quality
compared to full fine-tuning and LoRA at a high sparsity in the
range of 95% ~ 99% (Table 3). As we show in Section 5.5, Sylva
performs better using a moderate sparsity in the range of 86% ~
96%, while LoRA obtains its best scores with a small rank of 4. K-
FAC Pruner degrades model quality because it uses sparse weights,
which do not fully utilize learned knowledge in pre-trained weights.
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Figure 5: Latency of forward-backward propagation and op-
timization step for a single layer at various layer dimensions
and sequence length.

5.4 Memory Footprint

We compare the peak GPU memory usage on various rank r (for
LoRA) and sparsity o (for K-FAC Pruner and Sylva). As shown
in Table 2, Sylva requires less GPU memory than LoRA on all
models. The advantage of Sylva grows as sparsity decreases, i.e.,
if we inject a larger number of trainable weights into LLMs. For
example, LoRA causes OOM errors on LLaMA-7B with a rank of 256,
while Sylva can fit onto a 24 GB GPU in an equivalent configuration
(o0 = 90%). This is because LoRA requires storing intermediate
results provided by both the frozen pre-trained weights and injected
trainable weights and then taking the sum of them. In contrast,
Sylva only requires one pass on the embedded weights and thus
needs to store fewer intermediate results. K-FAC Pruner requires
the least GPU memory during fine-tuning. However, their pre-
processing step requires excessive GPU memory and might lead
to OOM errors on the GPUs, as we show later (See Section 5.6
Pre-Processing Costs).

5.5 Sensitivity Study

Model Quality. We compare the hyperparameter sensitivity of
LoRA and Sylva on GPT2-Large model and the E2E NLG Challenge.
We control Sylva’s sparsity and LoRA’s rank together so that the
number of trainable parameters is the same during fine-tuning. We
also study Sylva’s sensitivity to block size, the number of partitions
in the hierarchical approximation, and the number of samples in the
pre-processing step. (i) Sparsity: Sylva obtains better model quality
than LoRA with sparsity in the range of 86.7% ~ 96.7% (Table 4).
At a sparsity of 99.5%, Sylva obtains a worse model quality than
LoRA (with a rank of 4). (ii) Block size: As shown in Table 5, the
quality slightly decreases as the block size increases. A moderate
block size such as 64 balances the model quality and performance
tradeoff. Specifically, it obtains high model quality while being 10%
faster than a block size of 16 and only 4% slower compared to a
block size of 128. With a high sparsity of over 90%, the end-to-
end latency of different block sizes is comparable. (iii) Number of
Partition: The model quality decreases as we increase the number
of partitions (Table 6). We prioritize a smaller number of partitions,
because it yields a more accurate approximation and has less pre-
processing time as long as it is able to fit onto the GPU memory.
(iv) Number of Samples in Pre-Processing: On average, the model
quality is the highest with 1024 samples (Table 7). We noticed that
Sylva’s highest score for MET and ROUGE-L is obtained with 128
samples, although the average score with 128 samples is lower
than that obtained with 1024 samples. This indicates that more
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pre-processing samples provide richer information on the dataset,
thus yielding a higher average score.

Performance. Besides comparing the end-to-end fine-tuning
time, we benchmark the forward/backward pass computation time
for a single Linear module (common in attention or FC modules) on
various layer dimensions and sequence lengths. As shown in Figure
5, the advantage of Sylva over full fine-tuning and LoRA enlarges as
the layer dimensions increase and the maximum sequence length
increases. Sylva is up to 2.3X faster than LoRA and 1.3x faster than
full fine-tuning. This is because the computation complexity for
activations increases linearly to the layer dimensions and sequence
lengths. K-FAC Pruner has the lowest latency because it uses sparse
weight matrices. Thus, computation in forward/backward passes
is sparse matrix operations (SpMM or SDDMM) instead of dense.
However, K-FAC Pruner sacrifices model quality, as we shown in
Section 5.3. Note that the discrepancy between Figure 4 and 5 is
because there are layers that LoRA, K-FAC Pruner and Sylva do not
optimize (e.g., embedding, normalization), which results in lower
end-to-end speedup compared to that on a single layer.

Model ‘ Metric ‘ Ful FT  LoRA  K-Pruner  Sylva
MNLI 903 90.4 90.2 903

SST-2 96.4 95.9 95.5 96.0

MRPC 90.9 90.7 89.7 91.9

CoLA 68.0 68.1 65.6 68.0

RoBERTa-Large ONLI 94.7 94.8 93.6 94.2
QQP 92.2 914 90.2 90.9

RTE 86.3 85.4 775 853

STS-B 92.2 91.9 911 913

Ts-Large | ROUGE-L | 47.8 47.7 40.1 47.6
BLEU 68.2 68.5 64.7 665

NIST 8.8 8.8 7.9 8.5

GPT2-Large MET 46.7 460 435 45.1
ROUGE-L | 719 695 64.0 69.2

CIDEr 24 2.4 21 23

LLaMA-7B | MMLU | 368 36.6 33.1 36.1

Table 3: Model quality between full fine-tuning, LoRA, K-FAC
pruner and Sylva on RoBERTa-Large, T5-Large, GPT2-Large
and LLaMA-7B.

5.6 Pre-Processing Costs

Sylva reduces the peak GPU memory by up to 2.3X compared to K-
FAC Pruner (Table 2). For LLaMA-7B, the pre-trained model weights
and Kronecker factors alone take 48 GB of GPU memory, without
considering the activation memory and gradients allocated in the
pre-processing step. Our hierarchical approximation and algorithm
reduce peak GPU memory usage to 20.1 GB during computing
second-order information. Since the pre-trained weights take about
13 GB, the storage is reduced by at least 5.0x compared to naively
computing the Kronecker factors. To approximate the second-order
information in the pre-processing step, we sample about 10% points
of the dataset. For example, the pre-processing step of GPT2-Large
takes 17.2 minutes on 4 GPUs, while fine-tuning it for 5 epochs
takes about 3 hours. Thus, Sylva’s pre-processing does not add
significant overhead overall.

5.7 Inference Performance

Since the adapters are merged back to the pre-trained weights
after fine-tuning for both LoRA and Sylva, LoRA and Sylva have
a similar inference performance to full fine-tuning. The K-FAC
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Method ‘ r/o(%) | BLEU NIST MET ROUGE-L  CIDEr

LoRA 128 67.8 8.6 46.4 69.1 2.4
Sylva 86.7 68.8 8.8 46.0 69.9 24
LoRA 96 68.0 8.7 46.3 69.4 24
Sylva 90 68.8 8.7 46.2 69.6 2.4
LoRA 32 67.8 8.6 46.2 69.1 24
Sylva 96.7 68.4 8.8 46.2 69.0 24
LoRA 4 68.5 8.7 46.3 69.8 24
Sylva 99.5 66.7 8.6 454 68.6 24

Table 4: Sensitivity of model quality to rank for LoRA and
sparsity for Sylva.

Method | Block Size | BLEU ~ NIST ~MET ROUGE-L  CIDEr

16 68.8 8.7 46.2 69.7 24
Sylva 64 68.8 8.7 46.2 69.6 24
128 67.6 8.7 45.4 68.3 2.3

Table 5: Sensitivity of model quality to block size in Sylva.

Method ‘ # Partition ‘ BLEU NIST MET ROUGE-L  CIDEr

4 68.8 8.7 46.2 69.6 24
Sylva 6 68.2 8.6 45.2 68.9 2.3
8 67.1 8.5 44.7 67.9 2.3

Table 6: Sensitivity of model quality to the number of parti-
tions in the hierarchical approximation of Sylva.

Method | #Samples | BLEU ~NIST ~MET ROUGE-L  CIDEr

128 67.8 8.6 46.3 69.9 2.3
Sylva 256 67.5 8.7 45.9 69.1 2.4
1024 68.8 8.8 46.0 69.9 24

Table 7: Sensitivity of model quality to the number of samples
used in the pre-processing step of Sylva.

pruner removes a subset of the pre-trained weights in the pre-
processing step, yielding a sparse model after fine-tuning. Thus,
K-FAC pruner obtains 1.4X speedup during inference compared to
the other methods on LLaMA-7B.

6 RELATED WORK

To our knowledge, Sylva is the first work that significantly reduces
(i) computation costs in LLM fine-tuning by embedding sparse
trainable weights into the pre-trained LLM, and (ii) storage costs to
approximate second-order information via a hierarchical approx-
imation, and online projection and rediagonalization algorithm,
while also providing high model quality.

Pruners using Second-Order Information. A few prior works
[18, 26] employ Hessian to prune weight matrices. Hessian is shown
to be closely related to the source of rank deficiency in pre-trained
deep neural networks [50]. However, using Hessian as a second-
order information method results in excessive memory footprints in
the pre-processing step, making it prohibitive to be used in common
data-center GPUs. K-FAC [17, 34, 56] uses the Fisher Information
Matrix (FIM) to approximate the Hessian and significantly reduces
the memory footprints needed during the pre-processing step. The
FIM is shown to be equivalent to the Hessian for commonly used
loss (e.g. cross-entropy, squared-error) [33]. In our evaluation, we
show that Sylva reduces storage costs compared to K-FAC. Frantal
et al. [12, 13] use the layer-wise reconstruction loss to identify re-
dundancy between elements of weight matrices. Still, there is no
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theoretical result that shows optimizing this reconstruction loss is
as good as that proposed in prior works [18, 26]. A recent work [28]
approximates pre-trained weights via a combination of low-rank
and sparse matrix. Finally, [24] proposes a mask search, rearrange-
ment and tuning technique for fast post-training pruning. Although
their method is guided by FIM, it uses a crude diagonal approxima-
tion and disregards correlations between weight elements.
Adapters for Parameter-Efficient Fine-Tuning. Houlsby et al.
[19] proposes parameter-efficient transfer learning via injecting
new layers after every submodule consisting of a few layers. This
significantly reduces the number of trainable parameters and thus
accelerates fine-tuning compared to full fine-tuning. However, this
adds computation overheads to the fine-tuned model since the num-
ber of parameters increases. A few prior works [31, 46] attempt
to improve on Houlsby et al. by reducing the adapter size, how-
ever, at the price of compromising model quality. LoRA [20] is the
state-of-the-art adapter approach, that reduces GPU memory usage,
attains high model quality and is easy to use. Recent works [10, 59]
improves upon LoRA by dynamically controlling rank in adapters
throughout fine-tuning. Dettmers et al. [8] further reduces GPU
memory usage by quantizing the frozen pre-trained weights. We
compare with LoRA in the evaluations (Section 5).

Other LLM Fine-Tuning Approaches. Sung et al.[51] use Fisher
diagonal to extract a fixed sparse mask on the pre-trained LLM, and
identify a set of sparse masked weights (i.e., a subset of the pre-
trained LLM weights) to be re-trained in fine-tuning. This method
has been shown to be effective only in BERT; orgg model with 345
million parameters. Furthermore, there is no efficient implementa-
tion to take advantage of the sparsity in the computation.
Efficient Sparse Linear Algebra Kernels for GPUs. Prior works|5,
14, 30] have proposed software optimizations using CUDA for
sparse linear algebra (e.g., Sparse Matrix Multiply) for GPU ar-
chitectures. Sylva can work synergistically with these prior works,
i.e., integrating optimized sparse computation kernels to improve
performance on GPUs further.

7 CONCLUSION

In this work, we propose Sylva, a novel approach that accelerates
the ubiquitous fine-tuning process that adapts pre-trained models
to downstream tasks. We design a hierarchical approximation of
the second-order information, and an online projection and redi-
agonalization algorithm to significantly reduce the pre-processing
costs to identify important weights compared to K-FAC, the most
widely used approximation to the Fisher Information Matrix. We
effectively embed the sparse trainable weights into the pre-trained
LLM weights to eliminate computation overheads introduced in
adapters. Sylva’s end-to-end fine-tuning is on average 5.1 faster
than ZeRO, a memory efficient optimizer for full fine-tuning, and
on average 1.2X faster than LoRA, the state-of-the-arts adapter
approach for fine-tuning LLMs. In comparison to K-FAC Pruner,
Sylva’s hierarchical approximation reduces the peak GPU memory
by 2.3x in the pre-processing step and provides better model quality
after fine-tuning. We conclude that Sylva is a highly efficient fine-
tuning method for LLMs and we hope that our work encourages
further studies on optimizing the execution (training and inference)
of LLMs as well as other deep neural networks.
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